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Abstract—UML diagrams describe different views of one piece of software. These diagrams strongly depend on each other and must therefore be consistent with one another, since inconsistencies between diagrams may be a source of faults during software development activities that rely on these diagrams. It is therefore paramount that consistency rules be defined and that inconsistencies be detected, analyzed and fixed. The relevant literature shows that authors typically define their own UML consistency rules, sometimes defining the same rules and sometimes defining rules that are already in the UML standard. The reason might be that no consolidated set of rules that are deemed relevant by authors can be found to date. The aim of our research is to provide a consolidated set of UML consistency rules and obtain a detailed overview of the current research in this area. We therefore followed a systematic procedure in order to collect and analyze UML consistency rules. We then consolidated a set of 116 UML consistency rules (avoiding redundant definitions or definitions already in the UML standard) that can be used as an important reference for UML-based software development activities, for teaching UML-based software development, and for further research.
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1 INTRODUCTION

MODEL Driven Architecture (MDA) [1] is an approach to software development by the Object Management Group (OMG) that promotes the efficient use of models throughout software development phases, from requirements to analysis, design, implementation, and deployment [2]. Much attention has been paid to MDA by academia and industry in recent years [3], [4], [5], which has resulted in models gaining more importance in software development. The Unified Modeling Language (UML) [6] is the OMG specification that is most frequently used and is the de-facto standard modeling language for software modeling and documentation [7]. It is the preferred modeling language for implementing MDA, although it is not intended to be used in every single software development project [8]. The UML provides 14 diagram types [6] with which to describe a software system from different perspectives (e.g., structure and behavior) and abstraction levels (e.g., analysis and design), which, among other things, help deal with complexity and distribute responsibilities.

Since the various UML diagrams in a model typically describe different views of one, and only one, software system under development, they strongly depend on each other and hence need to be consistent with one another. As the UML is not a formal specification, inconsistencies between different diagrams may arise [9]. When UML diagrams communicate contradicting or conflicting syntax or semantics, the diagrams are said to be inconsistent [10]. Such inconsistencies may be a source of faults in software systems down the road [9], [10]. It is therefore of paramount importance that the consistency between diagrams be defined and that inconsistencies be routinely detected, analyzed and fixed [11].

In an attempt to obtain an accurate picture of current research in the area of UML diagram consistency, we conducted a systematic mapping study [8], which resulted in a number of findings concerning publications in the domain, such as: the majority of the publications discussing UML diagram consistency refer to consistency between the class diagram and sequence diagrams; only a very few publications discuss a consistency dimension other than horizontal consistency, also referred to as intra-model consistency, and the UML 2.0 is the most frequently used version in papers discussing consistency. Although the aim of this mapping study was to discover frequencies of publications in different categories and was not specifically to study published UML diagram consistency rules, the study provided anecdotal evidence that: (1) authors routinely define consistency rules for different UML based software engineering activities; (2) some authors tend to define similar, often identical rules, over and over again, and (3) some authors are not aware that the UML standard specification defines consistency rules (a.k.a., well-formedness rules). We also observed that even though many researchers have either explicitly or implicitly proposed rules with which to detect inconsistencies in the UML, no consolidated set of UML consistency rules had been published to date. By the word “consolidated”, we mean the process of combining a number of UML consistency rules that other authors feel are important for UML into a single,
coherent set. We believe that, even though the rules required may be domain, organization, or project specific, this lack of a consolidated list of UML consistency rules forces researchers to define the rules that they rely on for their own research [9], thus resulting in some rules being defined over and over again. This motivated our main research objective in this paper, which is to identify a consolidated set of consistency rules for UML diagrams. Identifying such a set of UML consistency rules has several benefits: it will be a reference for practitioners, educators, and researchers alike; it will provide guidance as to which rules to use in each context; and it will highlight which areas are more developed and which need further work. Moreover, the consolidated set of rules could be a good input to the UML revision task force for inclusion in a forthcoming revision of the standard.

In order to identify such a consolidated set of UML Consistency rules, we decided to revisit the primary studies obtained in our systematic mapping study [8], which led us to collect and analyze the rules from the publications in question. This was done by following a systematic procedure inspired by well-known guidelines for empirical research in software engineering [12]. These guidelines provide a systematic and rigorous procedure that is used to identify the quantity of existing research related to a specific research topic.

The research work presented in this paper is therefore an extension of the systematic mapping study published in [8]. Of the 95 primary studies identified during the mapping study, we collected 603 consistency rules, including duplicates and rules already in the UML standard, which we then analyzed in order to answer a number of research questions:

RQ1) What are the existing UML consistency rules?
RQ2) Which types of consistency problems are tackled in the existing rules?
RQ3) What types of UML diagrams are involved in UML consistency rules?
RQ4) For what software engineering activities are UML consistency rules used?
RQ5) Which UML diagram elements are involved in UML consistency rules?

We subsequently employed a systematic refinement process with the objective of removing duplicates and rules already in the UML standard, as explained later in this paper, and we eventually compiled a consolidated set of 116 rules. We believe that this is an important, long-awaited contribution that will be of interest to researchers, educators and practitioners alike. Another important contribution is a discussion, structured by means of our research questions, of the current state of the research and practice as regards UML diagram consistency and future directions in which further research is needed.

The remainder of this document is structured as follows: Section 2 provides a summary of the related work; the definition of the systematic procedure that we followed is presented in Section 3; Section 4 presents the execution of the study; the results are described in Section 5; a discussion of the threats to validity is presented in Section 6; and finally, our conclusions and outlines of future work are shown in Section 7.

2 RELATED WORK

Since this paper concerns the systematic identification of UML consistency rules, related work pertains to systematic discussions of UML consistency. We have found five pieces of work that fit this description. We first discuss the only review [13] that presented UML consistency rules, and another four reviews regarding UML consistency which we considered that it would be important to include.

The work of Kalibatienė and colleagues [13] is, to the best of our knowledge, the closest piece of work to our research since the authors searched for, collected and presented UML diagram consistency rules. They obtained 50 rules by reviewing eight articles, which they did not select by following a systematic protocol (Systematic Literature Review or Systematic Mapping Study): no mention was made of the processes used to obtain the articles or to include/exclude these documents. After conducting our research, we confirmed that all of their 50 rules are included in our final set of 116 rules.

The following four pieces of work are reviews whose purpose is to increase the body of knowledge on UML diagram consistency, although not necessarily on UML consistency rules.

Spanoudakis and Zisman [11] presented a literature review on the problem of managing inconsistencies in software models in general, but not specifically UML models. The authors presented a conceptual framework that views inconsistency management as a process, which incorporates activities with which to detect overlaps and inconsistencies between software models, diagnose and handle inconsistencies, track the information generated along the way, and specify and monitor the exact means used to carry out each of these activities. They then surveyed all the research works published prior to 2001 (the year of publication of their work) that address one or more of the aspects of their conceptual framework/process.

Usman and colleagues [3] presented a literature review of consistency checking techniques for UML models. The authors argued that formalizing UML models is preferable to verifying consistency because this helps remove ambiguities and enforce consistency. They briefly reviewed 17 articles, which represent less than a quarter of the number of articles considered in our work (95): the two pieces of research have only ten studies in common since our search has a different objective. During this survey, the authors did not follow any Systematic Literature Review (SLR) or Systematic Mapping Study (SMS) protocols, and they simply provided an initial summary of their findings concerning UML consistency checking techniques (not consistency rules).

Lucas, Molina, and Toval [5] presented an SMS on UML consistency management in which they reviewed 44 papers published between 2001 and 2007, focusing on the consistency across two or more UML diagrams. This work is different from ours in several ways. The first important
difference is that they did not present any UML consistency rules during their review. The second main difference is the purpose: they focused solely on the management of UML (in)consistencies, i.e., they focused on the techniques used to identify and fix inconsistencies, without providing a detailed discussion of which inconsistencies had to be identified and fixed. In contrast, our work focuses on those inconsistencies that need to be identified and fixed. A direct consequence of this difference is that we considered a broader number of articles in order to consolidate the set of UML consistency rules (95 articles rather than 44), and approximately half of their studies (24) are not considered in our work.

Ahmad and Nadeem [14] presented a literature review restricted to Description Logic (DL)-based consistency checking approaches. They briefly described the background to the DL formalism and reviewed three articles, which are also studied in our research. Their main finding is that only class diagram, sequence diagram and state machine diagram inconsistencies were covered in the papers surveyed and that a few common types of inconsistencies were discussed.

Our work differs from the last four reviews [5], [14], [3], [11] in three ways: a different goal, a more extensive and systematic review, and the presentation of UML consistency rules. Our goal is to identify which consistency rules for all the UML diagrams have been proposed in literature and to create a consolidated set of UML consistency rules. This contrasts with previous reviews that had very different goals, such as focusing on a small subset of UML diagrams, inconsistency management and consistency checking techniques.

Another difference is that all but one piece [5] of work performed an informal literature review or comparison with no defined research question, no precise, repeatable search process and no defined data extraction or data analysis process. Our work, however, follows a systematic procedure inspired by a strict, well-known protocol [12].

In summary, we were unable to find answers to the question posed in our main research objective (Section 1), which confirmed the need for the systematic construction of a consolidated set of UML consistency rules.

## 3 Definition of the Systematic Procedure

As discussed earlier, we started this work using the 95 primary studies obtained in our systematic mapping study [8] as a basis (see Appendix B for the detailed planning of the SMS [8]). Of an initial set of 1134 research papers, 95 primary studies were selected by following a precise selection protocol driven by seven research questions (see Appendix B). The primary studies were then classified according to several criteria that were also derived from the aforementioned research questions, after which an initial set of 603 rules was coalesced (see Section 4). Since our previous work was not meant to provide a list of UML consistency rules, we did not present the rules collected; our previous work presented only anecdotal evidence that justified this new contribution (please recall the introduction).

In this section, we present the procedure we followed, inspired by a well accepted systematic search and analysis process [12], to obtain our consolidated set of UML consistency rules, starting from the initial set of 603 rules collected from the 95 primary studies. From here on they will be referred to simply as rules. We present the main components of the planning of our work, which are: the specification of research questions that the study aim to answer (section 3.1); the procedure followed to select (or reject) rules to be part of our final consolidated set of rules (section 3.2); and the procedure used to extract data from the rules selected in order to answer the research questions (section 3.3).

### 3.1 Research questions

The underlying motivation for the research questions was to analyze the state-of-the-art regarding rules. In order to do this, we considered five research questions (RQs): TABLE 1.

Three of those five research questions (specifically, RQs 1, 2, and 3) had already been used in our previous work [8] (see Section 1 of Appendix B). The main differences between the three RQs in this paper and those in our previous work [8] lies in how and for what they are used:

<table>
<thead>
<tr>
<th>Research questions</th>
<th>Main motivation</th>
</tr>
</thead>
<tbody>
<tr>
<td>RQ1) What are the existing UML consistency rules?</td>
<td>To find the UML consistency rules used in literature in order to assess the state of the field.</td>
</tr>
<tr>
<td>RQ2) Which types of consistency problems are tackled in the existing rules?</td>
<td>To find the types of consistency problems tackled in the UML consistency rules: 1) horizontal, vertical and evolution consistency; 2) syntactic and semantic consistency; 3) observation and invocation consistency; and assess the state of the field as regards that dimension of UML diagram consistency.</td>
</tr>
<tr>
<td>RQ3) What types of UML diagrams are involved in UML consistency rules?</td>
<td>To discover the UML diagrams that research and practice has focused on, to reveal the UML diagrams that are considered more important than others, and to identify opportunities for further research.</td>
</tr>
<tr>
<td>RQ4) For what software engineering activities are UML consistency rules used?</td>
<td>To find the different software engineering activities that require UML diagrams to be consistent according to specific sets of consistency rules, in order to understand what they should focus on.</td>
</tr>
<tr>
<td>RQ5) Which UML diagram elements are involved in UML consistency rules?</td>
<td>To find the UML diagram elements that are most frequently tackled in the UML consistency rules.</td>
</tr>
</tbody>
</table>
RQ1: In our previous work we did not present any rule (we merely provided a link to a webpage with a list of rules) and solely discussed metadata about the rules, while in this work we present the consolidated set of rules and provide a detailed analysis of the rules.

RQ2: Unlike our previous work, we now filter out the rules we collected that are already in the UML standard.

RQ3: In our previous work, the focus of the study was a series of papers and we therefore studied how UML diagrams are involved in papers that present consistency rules, whereas in this work the focus of the study is rules and we therefore study how UML diagrams are involved in rules. The other two research questions (RQs 4 and 5) are new to this paper.

3.2 Inclusion and exclusion criteria
In this section, we discuss the inclusion and exclusion criteria used to refine the set of rules. Since we used the 603 rules found in our SMS [8] as a starting point, and those rules had already been obtained through the use of inclusion and exclusion criteria, we only applied additional exclusion criteria:

- Inaccurate rules:
  - Rules that we considered wrong. For instance, one rule specified that each message in a sequence diagram should trigger a transition in a state machine diagram. We believe that this is incorrect since some of the classifiers receiving a message in a sequence diagram may not have a state-based behavior, and even if they have, not all messages need to trigger state changes;
  - Rules not focusing on UML diagram consistency. For instance, rules which discussed consistency between UML diagrams and other non-UML data, such as requirements or source code, were discarded;
  - Rules that were considered obsolete because they focus on UML characteristics that are no longer supported in the latest UML standard;
- Redundant rules, i.e., all those rules that can be implied by other rules;
- Rules that were already included in previous UML standard versions.

3.3 Data extraction strategy
We answered the research questions (TABLE 1) by extracting data from the collected rules, and recording that data on an Excel spreadsheet (our data extraction form). For each rule we collect the following data:

- Reason for excluding the rule, as per the exclusion criteria (see section 3.2)
- Precise definition of the rules (see Section 5 and Appendix A). When the rule, as originally specified by others, was not sufficiently clear or precise, we redefined it, whilst maintaining the original intent as we understood it, thus hopefully facilitating comparisons and the consolidation of rules.

We also recorded the papers that introduced each rule, which can, for instance, be used to identify the rules that are the most important to users;

- Which of the 14 UML diagrams are involved in the rule: 1) Class Diagram (CD); 2) Communication Diagram (COMD) or Collaboration Diagram (COD); 3) Use Case Diagram (UCD); 4) State Machine Diagram (SMD) or Protocol State Machine Diagram (PSMD); 5) Sequence Diagram (SD); 6) Component Diagram (CTD); 7) Object Diagram (OD); 8) Profile Diagram (PD); 9) Activity Diagram (AD); 10) Composite Structure Diagram (CSD); 11) Interaction Overview Diagram (IOD); 12) Package Diagram (PD); 13) Timing Diagram (TD); 14) Deployment Diagram (DD).

UML terminology has changed over the years, and the following pair of UML diagrams were therefore considered and counted (in the statistical reports presented in this research) as only one diagram:

- COD and COMD (diagram 2) were counted as one diagram since COMD is the UML 2.x equivalent of the COD in UML 1.x [7].
- PSMD is a kind of SMD (diagram number 4 in the list above [15]. Nevertheless, we initially decided to collect the information for these two diagrams separately since they have different purposes during software development, but both diagrams were eventually reported as only one diagram.

- UML consistency dimensions and types (see Appendix B).
- The software engineering activity that required UML diagrams to be consistent with one another in some way as specified in rules. The following eight definitions describe activities in software engineering in which UML diagram consistency was required, as explained by some authors. Since this is a list of activities from the primary studies we found, this list is not meant to exhaustively represent all the software engineering activities that require diagrams to be consistent:
  - The verification of consistency (Verification) is the process of detecting inconsistencies between (or in a singular) UML diagram(s) during software development. (This definition is in line with the IEEE definition of verification [16].)
  - Consistency management (Management) includes the detection of inconsistencies in a software model, the diagnosis of the significance of inconsistencies, and the handling of detected inconsistencies [11].
  - Model Refinement and Transformation (Ref. & Tra.) are defined as follows [17]:
    - Refinement, which is a semantics-preserving transformation applied to a model, and which produces the same kind of model, e.g., refining a Platform Independent Model (PIM) into a new PIM;
    - Transformation (also called mapping), which generates a new kind of model, e.g., transforming a Platform Independent Model into a Plat-
form Specific Model (PSM), or a PSM into executable code. These transformations generally add detail to the model.

- Safety and Security consistency (Saf. & Sec.): From the point of view of automated analysis, safety consistency implies that there are no conflicting requirements and unintentional (internal) nondeterminism in a UML diagram [18]. Security consistency is, meanwhile, defined as the consistency of bounded values in non-abstract elements of a UML diagram [19].

- Impact Analysis (Impact analysis) is defined as the process of identifying the potential consequences (side-effects) of a change to the model, and estimating what needs to be modified to accomplish a change [20].

- Model formalization (Formalization) describes the formal process used to specify/develop a UML model [21, 22].

- Model understanding (Understanding) is the process employed to understand that a UML model is much more than a set of annotated boxes and lines as it reflects the meaning of a software, that is, the UML has semantics. The semantics of the UML is expressed through its metamodel and in particular through both the so-called well-formedness rules and context/domain dependent consistency rules, which describe in plain language and often using the Object Constraint Language (OCL) constraints that UML model elements have to satisfy [23].

4 Execution

In this section we report the results obtained, in terms of number of collected rules, after conducting the protocol discussed in Section 3. Please recall that we started from the primary studies collected in our systematic mapping study (SMS) [8], which began in September 2012 and was completed in October 2013: the primary studies selected span the period from 2000 to 2012; the list of primary studies can be found elsewhere [24]. The execution of the rule selection protocol of our SMS began in May 2014 and was completed in October 2014.

We then started to study the 95 primary study papers obtained from our SMS [8], which allowed us to identify 603 rules. In order to document the execution activity of the protocol described in Section 3 in sufficient detail, we describe the following multi-tasks process:

- First task (T1): 621 unique rules were eventually specified; we identified that, in order to obtain unique, we had to split 18 of the 603 rules into two rules each.

- Second task (T2): we obtained a reduced set of rules by deleting all the inaccurate ones, according to the exclusion criteria. We identified 197 inaccurate rules and obtained a set of 424 accurate rules.

- Third task (T3): we further reduced the set of rules by deleting all the redundant ones, again according to the exclusion criteria. We identified 242 redundant rules and obtained a set of 182 accurate and non-redundant rules.

- Fourth task (T4): we further reduced the set of rules by deleting those already presented in previous UML standards, again according to the exclusion criteria. We identified 66 rules that were already in the standard (i.e., well-formedness rules) and obtained a set of 116 rules that are accurate, non-redundant and not already in the standard.

The set of 424 accurate rules (T2), and the final set of 116 consistency rules (T4) were then classified according to the data extraction strategy discussed in section 3.2.

5 Results

The data recorded on our data extraction form (an excel file) permits the five research questions shown in section 3.1 to be answered. A quantitative summary of the results for research questions RQ2 to RQ5 is presented in TABLE 2. More details are provided in the following sub-sections, in which we shall refer to TABLE 2 for raw data.

Two different set of rules were used to answer our 5 research questions:

1) the final set of 116 consistency rules (T4 in Section 4) to answer RQ1, RQ2 and RQ3;

2) the set of 424 accurate rules (T2 in Section 4) for RQ4 and RQ5. We chose to include the 242 redundant rules (T3 in Section 4) and the 66 rules already presented in the UML standard (T4 in Section 4) to answer these two research questions, because we wished to show the whole picture of what researchers have focused on.

TABLE 2 (first raw) simply refers to Appendix A for research question RQ1 since the purpose of the question is to report on the consistency rules we have coalesced. The section of TABLE 2 that contains data for research question RQ3 shows all the combinations of UML diagrams for which we have found consistency rules in the primary studies, and the number of consistency rules for each combination after conducting the protocol discussed in section 3 (e.g., after applying inclusion/exclusion criteria): e.g., we have found 14 rules involving only the state machine diagram (SMD), 5 rules involving the sequence and use case diagrams at the same time (SD and UCD), and 1 rule involving the class, state machine and activity diagrams at the same time (CD, SMD and AD). Primary studies showed rules for 36 different diagram combinations, i.e., a small subset of all the possible combinations of UML diagrams. Note also that the table shows combinations with no rule (e.g., UCD and SMD); this means that we found rules in primary studies involving those diagrams but the rules were eventually discarded because of our include/exclusion criteria. The colored column shows the unique ID# we gave to each of the 36 UML diagram combinations; these unique IDs will later be used in figures to simplify the data analysis; the color code for combinations will later be used in section 5.3. The colored column is white when the number of rules for the corresponding combination of diagrams is zero. The 36 UML diagram combinations refer to: 1) rules involving only one diagram.
such as AD, SD etc.; 2) rules involving pairs of diagrams such as SD and UCD; 3) rules involving 3-tuples of diagrams such as CD, SMD and AD. However, not all the 14 diagrams appear in TABLE 2, since a diagram (or a pair or a 3-tuples of diagrams) is not shown in TABLE 2 if we were unable to find a rule involving that (those) diagram(s) in primary studies.

5.1 What are the existing UML consistency rules? (RQ1)

The principal observation we can make about RQ1 is that the researchers of UML consistency rules have typically defined a number of similar rules over and over again. Specifically, we collected a list of 621 rules from the 95 primary studies. After removing rules that were inaccurate, redundant, and already presented in UML standards, we obtained a final set of 116 rules that are presented in TABLE 3 in Appendix A. In other words, only 18.68% (116 out of 621) of the rules initially collected are included in our final set of rules because of our include/exclusion criteria (section 3.2). The remaining rules were eliminated because they were inaccurate: 31.72%, 197 out of 621; resulting in 424 accurate rules. Specifically, 87 (14.00%) were not consistency rules (e.g., rules describing good modeling practices); 28 (4.50%) were explained in a too ambiguous language; 14 (2.25%) were obsolete because they referred to UML elements that are no longer used in the latest UML standard; and 68 (10.95%) were simply wrong (i.e., contradicting the UML specification). Other rules were mostly eliminated because of redundancies (57.08%, 242 out of 424). Finally, 66 out of 182 (36.26%) non-redundant rules were excluded because they are already part of the UML standard.

The rules with the largest number of references in primary studies are rule 112 (with 48 references), and rules 110, 48, and 115 (respectively with 33, 25, and 15 reference each). In a nutshell, rule 121 focus on the required visibility in order to exchange messages in a sequence diagram; rule 110 concerns the consistency of messages in a sequence diagram and the class diagram; rule 48 specifies the consistency of behavior specification in lifelines of a sequence diagram and a state machine of the corresponding

---

**TABLE 2**

<table>
<thead>
<tr>
<th>Research Question 1: What are the existing UML consistency rules? (see Appendix A)</th>
</tr>
</thead>
<tbody>
<tr>
<td>Horizontal</td>
</tr>
<tr>
<td>Research Question 2: Which types of consistency problems are tackled in the existing rules?</td>
</tr>
<tr>
<td>-----------------------------------------------</td>
</tr>
<tr>
<td>Horizontal</td>
</tr>
<tr>
<td>Research Question 3: What types of UML diagrams are involved in UML consistency rules?</td>
</tr>
<tr>
<td>-----------------------------------------------</td>
</tr>
<tr>
<td>1</td>
</tr>
<tr>
<td>2</td>
</tr>
<tr>
<td>3</td>
</tr>
<tr>
<td>4</td>
</tr>
<tr>
<td>5</td>
</tr>
<tr>
<td>6</td>
</tr>
<tr>
<td>7</td>
</tr>
<tr>
<td>8</td>
</tr>
<tr>
<td>9</td>
</tr>
<tr>
<td>Research Question 4: For what software engineering activities are UML consistency rules used?</td>
</tr>
<tr>
<td>-----------------------------------------------</td>
</tr>
<tr>
<td>Verification</td>
</tr>
<tr>
<td>Impact Analysis</td>
</tr>
<tr>
<td>Research Question 5: Which UML diagram elements are involved in UML consistency rules?</td>
</tr>
<tr>
<td>-----------------------------------------------</td>
</tr>
<tr>
<td>class/es</td>
</tr>
<tr>
<td>state/s</td>
</tr>
<tr>
<td>operation/s</td>
</tr>
<tr>
<td>association/s</td>
</tr>
<tr>
<td>use case</td>
</tr>
<tr>
<td>activity/ies</td>
</tr>
<tr>
<td>message/s</td>
</tr>
<tr>
<td>sequence/s</td>
</tr>
<tr>
<td>object/s</td>
</tr>
<tr>
<td>instance/s</td>
</tr>
<tr>
<td>name/s</td>
</tr>
<tr>
<td>transition/s</td>
</tr>
<tr>
<td>type/s</td>
</tr>
<tr>
<td>attribute/s</td>
</tr>
<tr>
<td>Behavior</td>
</tr>
</tbody>
</table>
classifiers; and rule 115 describe the consistency of class names in class diagrams and sequence diagrams. The complete list of references for the 116 rules presented in TABLE 3 in Appendix A, and elsewhere [24].

5.2 Which types of consistency problems are tackled in the existing rules? (RQ2)
The results obtained for RQ2 show (TABLE 2) that the vast majority of rules are Horizontal (83.62%, 97 out of 116 rules) and Syntactic (81.90%, 95 out of 1116 rules). Moreover, we found 21 (18.10%) Semantic rules. Researchers strikingly described many more syntactic than semantic consistency rules. We conjecture that the main reason for this is that syntactic rules are easier to specify than semantic rules and that the UML standard more formally specifies syntax than semantics, which hinders the specification of semantic rules. It may also be the case that semantic rules are specific to the way in which the UML notation is actually used, which is organization, project, or team specific, and are therefore seldom described in published manuscripts. Researchers have also paid much less attention to: 1) Invocation rules (8 rules, 6.90%); 2) Vertical rules (7 rules, 6.03%); Evolution rules (3 rules, 2.59%); and Observation rules (only one rule, 0.86%). We believe that the mappings between vertical levels, the evolution of a UML model, the invocation and observation consistency, are concepts much less easy to understand than the mere specification of a UML model or the horizontal consistency levels, and this explains why, even though we found papers discussing these consistency dimensions, these papers did not present many consistency rules.

5.3 What types of UML diagrams are involved in UML consistency rules? (RQ3)
In Fig. 1, we use a bubble plot to represent multiple dimensions of the results in one figure: the bubble plot essentially embodies a two x-y scatter plot with bubbles at the category intersections. This synthesis method is useful since it provides both a map and a rapid overview of a research field [25]. Combined with the bubble plot are some bubbles (left-hand side) which are pie charts to help us describe the many dimensions involved in this research. Fig. 1 shows the mapping of the selection process onto the 36 combinations of UML diagrams presented in TABLE 2. The combinations are numbered vertically in Fig. 1. On the left-hand side of Fig. 1, each bubble pie chart describes the number of rules included in the final set (in red) and the
number of rules deleted (in yellow) for each of the 36 UML diagram combinations. For instance, for combination 1 (i.e., SMD, as per TABLE 2, i.e., State Machine Diagram as per section 3.3) the initial set of rules involving only the State Machine Diagram contained 66 rules (14+52), of which we removed 52 and kept only 14. On the right-hand side, we present our reasons for deleting rules and the magnitude of each reason for each combination of diagrams. For instance, of the 52 deleted rules involving only the State Machine Diagram, 10 were deleted because they were ambiguous (beyond repair), 24 were already in the standard, six were redundant (with rules we kept), eight were not consistency rules, and four were wrong.

The results show that the diagram combination that involves the largest number of rules in the initial set, specifically 128 rules (33+95), is combination 28 (y-axis), i.e., the Class Diagram: the majority of the rules involve only the Class Diagram. This is followed by combination 33, i.e., rules involving the Class Diagram and the Sequence Diagram, with 125 rules (9+116). These two sets of rules make up 40.74% (253 out of 621 rules) of the total number of initial rules, and 36.21% of the final set of rules (42 out of 116). It is also important to mention that there is a huge gap between these two most involved diagram combinations and the next most involved diagram combinations, which are the State Machine Diagram (66 rules, y-axis value 1), Sequence Diagram (51 rules, y-axis value 5), Class Diagram with State Machine Diagram (49 rules, y-axis value 11), and State Machine Diagram with Sequence Diagram (38 rules, y-axis value 17). The absence of rules for some diagrams or some diagram combinations can be explained by the fact that the semantics and syntax of some diagrams overlap (e.g., package, object and class diagrams). However, it is possible to argue that the fact that the semantics and syntax of those diagrams overlap, and that there is a need for these different diagrams, should justify the definition of rules to ensure that the diagrams are consistent, unless all the rules required are already in the UML standard (which is unlikely). Another possible reason for a lack of rules for some diagrams (or diagram combinations) is that users of the UML notation follow a specific UML (behavior) modeling practice that is assumed to be standard and does not therefore require the definition of consistency rules. Nevertheless, since the UML allows different behavior modeling practices, rules underpinning such practices should be specified so as to be clear for all stakeholders.

Another interesting finding is the high percentage (88.33%) of rules eliminated for the Sequence Diagram. If we consider all the UML diagram combinations in which the Sequence Diagram is involved (rows 3, 5, 13, 17, 33 and 34 in Fig. 1), it is actually possible see that, when starting with the total of 240 rules collected, only 28 (11.67%) made it to the final set of 116 rules. The main reason why rules were discarded is redundancy, i.e., rules presented several times by authors: for instance, 25 of the 45 discarded rules involving only the Sequence Diagram (row 5 in Fig. 1) were redundant. One possible explanation for this is that the sequence diagram is one of the most ill-specified diagrams in the UML specification and researchers are attempting to make sense of it by specifying rules which, when coalesced, happen to be redundant with one another (138 of the 212 eliminated rules, 65.09%, were redundant with other rules). We discussed the 36 different combinations of UML diagrams (detailed in TABLE 2) covered by the final set of 116 rules. Our results show that rules collected describe consistency in only 10 of the 14 UML diagrams.

Fig. 2 shows only seven diagrams because we grouped rules for the Sequence, Communication, Interaction Overview and Timing diagrams together under the Interaction Diagram (ID) category since these diagrams are different variants of the ID [15]. We did not find any rules involving the Package, Component, Profile, Timing, Interaction
Overview and Deployment diagrams. We conjecture that there are several reasons for the lack of rules involving these diagrams. First, as already mentioned, the fact that the Package Diagram and the Deployment Diagrams overlap with the Class Diagram might be a reason for the lack of rules involving these diagrams; However, as argued previously, this similarity between the two diagrams could be the very reason needed to justify more rules involving these two diagrams or the Package Diagram with other diagrams. The lack of widespread tool support and underspecification/ambiguity in the specification for the Timing and Interaction Overview diagrams is a possible reason for the lack of rules involving these diagrams.

Fig. 2 uses the same color code and ID# numbers for diagram combinations as TABLE 2. The figure shows, for each of the seven diagrams involved in at least one rule (labels on the y-axis), the total number of rules found that involve that diagram (large font size, bold faced, square-bordered number) and the proportions of those rules that are shared with other diagrams as a pie chart. These data were taken directly from TABLE 2, although they are presented in a different form. For instance, the Activity Diagram (AD) was found to be involved in 17 rules. TABLE 2 indicates that one rule involves AD with CD and SMD (combination number 2), four rules involve AD and CD (combination 8), seven rules involve AD and SD (combination 13), one rule involves AD and COD (combination 22) and four rules involve AD and UCD (combination 25); These appear clockwise from the top of the pie-chart for row AD in Fig. 2. Note that upon summing up the rule count of each pie chart in Fig. 2 we obtain 167 rather than 116 because when a rule involves more than one diagram it contributes to more than one pie chart.

Not surprisingly, the UML diagrams that are most involved in the final set of 116 rules are the Class Diagram (62 rules, 53.45%), the Interaction Diagram (37 rules, 31.90%), and the State Machine Diagram (24 rules, 20.69%). Research on UML consistency rules has paid much less attention to the Use Case Diagram (22 rules, 15.52%) and the Activity Diagram (17 rules, 14.66%).

The diagrams that are least covered are the Composite Structure Diagram and the Object Diagram, which only had 6.90% (eight rules) and 0.86% (one rule) of the total of 116 rules, respectively.

5.4 For what software engineering activities are UML consistency rules used? (RQ4)

In this section, we discuss the results of the different uses of rules. As we already explained in Section 5, we answered this RQ by considering the set of 424 rules rather than only the final set of 116 rules. We chose to do this because, since redundant rules may have been defined in the context of different Software Engineering activities, we wished to show what researchers have focused on.

Results (pie chart on the left-hand side of Fig. 3) show that 51.89% (220 out of 424) of the rules are proposed for model consistency verification (Verification in the figure), 13.44% (57 out of 424) for impact analysis (Impact Analysis in the figure), 12.74% (54 out of 424) for model refinement and transformation (ref. & tra.), 12.03% (51 out of 424) for consistency management (Management), 4.95% (21 out of 424) for model understanding (understanding), 3.30% (14 out of 424) for model formalization (formalization), and 1.65% (7 out of 424) for safety and security consistency (saf. & sec.). All the percentages shown in this section are rounded off in the pie chart (left-hand side) of the Fig. 3.

In the light of these figures, the reader may be surprised to discover that half of the consistency rules have been defined without any additional context of use such as specific model-driven activities. This may suggest that not many UML-based software engineering activities require UML diagrams to be consistent, which would be surprising, or at least that papers describing UML-based software engineering activities do not discuss (or need to rely on?) consistency rules. On the other hand, this may rather mean that typical UML-based software engineering activities require the same set of consistency rules, which can therefore be described independently of their context of use.

5.5 Combining RQ3 and RQ4

Upon combining the data presented for RQ4 in the previous section (For what software engineering activities are UML consistency rules used?) with the data presented in the analysis of RQ3 in section 5.2 (What types of UML diagrams are involved in UML consistency rules?), we show in Fig. 3 (right-hand side) which UML diagram was covered by rules in which Software Engineering activity.

The bubble plot in Fig. 3 (right-hand side) shows that the Class Diagram (CD) is mostly involved in rules used for verification (116 rules) and impact analysis (53 rules).
activities. Furthermore, the Interaction Diagram (ID) and State Machine Diagram (SMD) have 100 and 89 rules, respectively, which are used for verification. This is not entirely surprising since these three UML diagrams are likely the behavioral UML diagrams that are most frequently used in the activities cited above.

Fig. 3 (right-hand side) shows a total of 660 rules rather than 424 accurate rules because we grouped all the rules related to each of the seven UML diagram separately, resulting in some rules being repeated.

In Fig. 4 we present a bubble plot distribution that was obtained by combining the results of RQ3 and RQ4 with the years of the rules publications [24]. In Fig. 4, we coupled the years of rule’s publication, on the right-hand with the UML diagram covered, and on the left-hand with the Software Engineering activity that used the rule.

The right-hand side of Fig. 4 shows the number of rules presented in the period between 2000 and 2012, and classified by the seven UML diagrams covered by the rules. As in the previous two sections, we grouped all the rules related to each of the seven UML diagrams, resulting in 660 rules instead of 424 rules, since some rules were repeated. For instance, the 17 rules presented for CD and SMD (combination 11 in TABLE 2) were included in both the CD count and in the SMD.

However, the left side of Fig. 4 shows only 424 rules in the period between 2000 and 2012 (without overlapping) classified in the eight Software Engineering activities presented in section 3.3. On the the left-hand side of Fig. 4, no rules overlap because each of the 95 primary study papers [8] was assigned only one of the eight Software Engineering activities presented in section 3.3. The rules presented in each paper were consequently classified according to only those seven activities.

The results show (left-hand side of Fig. 4) that a great number of rules were proposed in 4 of the 13 years considered in this study: 49.76% (211 out of 424 rules) of the rules were published between 2002 and 2005. In these 4 years, 152 out of 259 (58.69%) of the total number of rules related to the Class Diagram and 103 out of 199 (51.76%) of the total number of rules related to the Interaction Diagram were published (right-hand side of Fig. 4). Moreover, in these 4 years we can see that the three peaks of Software Engineering activities use (left-hand side of Fig. 4): 1) 57 rules presented in 2003 for impact analysis, 32 rules in 2005 for verification, and finally 25 rules in 2004 for refinement and transformation activities. We can conclude that these four years represent the most prolific period in literature in terms of publishing UML consistency rules to date.

Another important aspect that should be highlighted is
that the number of UML consistency rules covering the Verification activity (left side of Fig. 4) remained relatively stable in the entire period considered, with a peak of 32 new rules in 2005 and with only seven rules being presented in 2006 and 2012. Furthermore, the right-hand side of Fig. 4 shows that class and interaction diagrams remained stable in the period between 2002 and 2009 with a peak of 72 rules in 2003 and 35 rules in 2004, respectively. The fact that researchers consistently continued to focus on class and interaction diagrams during these years, shows the vital importance of these diagrams. The number of rules decreased in 2012, but this is likely because many papers published in that year were not yet available online when we performed searches [8].

5.6 Which UML diagram elements are involved in UML consistency rules? (RQ5)

Fig. 5 shows the 200 most frequently used words in the plain English specification of the 116 rules found (4761 words in total), in which we can recognize the 60 UML element names already presented in TABLE 2. This is a weighted word cloud of the 116 rules found in the 95 papers included as primary studies in our SMS [8].

Fig. 5 was created using Tagxedo [26], which uses a streaming algorithm to filter the text input. The aim of Fig. 5 is to provide a first impression of the main UML diagram elements referenced in the final set of 116 UML consistency rules. Not surprisingly, the UML elements most involved in the rules are related to the class, sequence, state machine, use case and finally activity diagrams. These results concerning the model elements most frequently involved in UML consistency issues may be useful as regards helping focus the teaching of UML by concentrating on specific elements. Indeed, if an element is not rigorously specified, then there is a risk of many semantics issues appearing in the model.

5.7 Additional results

In this section we shortly discuss the 66 rules that were excluded from the final set of rules because they had already been presented in previous UML standards. It is important to note that 66 of the 182 (36.26%) non-redundant and accurate UML consistency rules presented by different authors had already been proposed in previous UML standards. We compared the rules with the applicable UML specification version at the time of publication (in which the rule was found): we either found a reference to the applicable version in the publication or inferred it from the time of publication; finally, we also checked whether the rule was contained in the most recent version of the specification (UML 2.4.1 and 2.5). The 66 rules were excluded because they had already been presented in one of the previous UML standards (UML 1.3, 1.5, 2.0, 2.4.1, and 2.5).

6 Threats to Validity

The main issues that may constitute a threat to the validity of our research are related to publication bias, selection bias, inaccuracy in data extraction, and misclassification [27]. Selection bias refers to the distortion of a statistical analysis owing to the criteria used to select the rules. We attempted to mitigate this risk by carefully defining: 1) our inclusion and exclusion criteria in order to select primary studies [8], and 2) our exclusion criteria in order to select rules in this work, based on our predefined research questions. We used seven search engines to search journals, conference and workshop proceedings that are relevant to UML consistency rules [8]. We did not consider grey literature (e.g., PhD theses, books) because it might have affected the validity of our results. We then organized the selection of rules by following a rigorous multi-phase process, during which our filtering criteria were applied, to arrive at a consolidated set of UML consistency rules.

The limited number of rules in this research could be an inherent statistical threat to validity, despite the fact that we attempted to mitigate this by following rigorous guidelines that are well-known in the empirical software engineering community [12]. However, the classification scheme and process that we provide in this paper may be used as a starting point for future research.

The terminology used for UML consistency rules in this study has been identified from a number of other studies found in [8]. We observed that the terminology used by researchers is not always consensual and the authors in this field sometimes discuss UML consistency issues using different terms such as “Horizontal consistency” and “Intra-model consistency” to refer to the same concept. Thus, by following a systematic research method [12], we developed a set of terms with the intention of providing a useful and accessible set of definitions for the terms that are used within the UML consistency domain. Nevertheless, we consider that this set of terms and definitions is a threat to validity that needs to be pointed out.

Another threat to consider is that, since in this study we relied solely on rules that have been published in literature [8], the fact that we did not find rules involving some diagram(s) (described in section 5.3) does not mean that none have been created. There is a lot of tool support for UML, and since these tools do support some kinds of model-driven development activities, they must rely on, and likely enforce) UML diagram consistency. However, the rules they rely on are not necessarily in the public domain or at least discussed in published literature. In addition,
some rules might also be for specific domains (industry, organization, project, team specific, etc).

Finally, as it is impossible to thoroughly search for every rule published on UML consistency, we acknowledge that some rules might not have been included, such as rules concerning diagram (model) synthesis, rules in standard UML-driven software development processes discussed in textbooks, and rules for domain specific languages.

7 Conclusion

In recent years, a great number of UML consistency rules have been proposed by researchers in order to detect inconsistencies between UML diagrams. However, no previous study has, to the best of our knowledge, summarized and analyzed these UML consistency rules by following a systematic process. This work presents the results obtained after following a systematic protocol, whose aim was to identify, present and analyze a consolidated set of UML Consistency rules from literature. No such mapping study or review existed prior to our work.

We obtained the set of UML Consistency rules by following a systematic procedure inspired by well-known guidelines for performing systematic literature reviews in software engineering presented by Kitchenham and Charters [12]. A significant amount of space in this paper has been used to discuss the 116 rules and we have also discussed how the systematic process was defined, since we felt that it is of the utmost importance to allow readers to precisely understand the results and the conclusions we came to, and to allow other researchers to replicate the study or compare their results with ours.

From an initial set of 621 UML consistency rules, published in literature and extracted from seven scientific research databases, a total of 116 rules were eventually selected and analyzed in depth, by following a precise selection protocol driven by four research questions. We observe that (in no particular order of importance):

- The UML diagram that is most involved in the final set of the 116 rules is the Class Diagram (62 rules, 53.45%), followed by the Interaction Diagram (37 rules, 31.90%) and the State Machine Diagram (24 rules, 15.52%). This is not entirely surprising since these are the most frequently used UML diagrams [28]. However, recent research [29] suggests that the Activity Diagram is the second most frequently used UML diagram after the Class Diagram. Considering the very scarce number of rules we found for the Activity Diagram (17 of 116 rules, 14.66%), we believe that future research should focus more on this diagram. However, if we compare the last UML 2.5 spec. (released in 2015) [6] with the most frequently used UML 2.0 spec. (released in 2005) [30], we can see that the UML has put more effort into the definition of activity diagrams, which consequently leads to (explicitly or otherwise) consistency rules concerning that diagram. Another diagram to which research on UML consistency rules has paid much less attention is the Use Case Diagram (22 rules, 15.52%). We believe that one of the reasons for these results is that the semantics of the use case diagram is simple and the semantics generally presents the include, extend and generalization, even though the semantics for this diagram is not, however, very clear to every one: Cockburn argues [31] for instance that generalization between use cases is not clear and necessary, while other [32-34] argue that there are consistency rules between use case, and more so use case descriptions and other diagrams such as class and sequence diagrams. In addition, the mapping between semantics in the use case diagram and other diagrams is not clear either: for instance, if we have a generalization between use cases and use cases to map in two sequence diagrams, how does the generalization (in the use case) translate into relations between the two sequence diagrams.

- Besides the Class, Interaction, and State Machine diagrams, there is a need for much additional research on consistency rules involving other UML diagrams. For example, no rule was found for the Package, Component, Timing, Profile, Interaction Overview and Deployment Diagrams. One consideration that could partially explain the lack of rules for these diagrams is their overlap with the Class diagram syntax/semantics.

- Additionally, 38.97% (242 of 621) of the collected rules that have been proposed by researchers over the years describes redundant (similar or even identical) rules. This highlights the need for a central repository for such rules, such as this manuscript. Another adequate place in which to record those rules would be the UML specification itself.

- We found that 36.26% (66 of 182) of non-redundant and accurate UML consistency rules presented by different authors had already been presented in one of the previous UML standards.

- The main software development activity that justified the description of UML diagram consistency rules is UML consistency verification, 51.89%, followed by impact analysis, 13.44%, UML model refinement & transformation, 12.74%, and management of consistency, 12.03%;

- We found that 49.76% of the rules were published between the years 2002 and 2005, and this period represents the most prolific period in literature in terms of publishing UML consistency rules;

- The results show that the vast majority of the rules are horizontal and syntactic rules, and very few address vertical, semantic, invocation, observation and evolution consistency. One reason for this could be the fact that the UML syntax is more formally described (by the UML metamodel) in the specification than semantics, and creating syntactic rules may therefore prove more feasible. Another reason for this lack could be explained by the fact that users mostly employ a few types of behavior diagrams that they understand or find suitable. Despite the
fact that the topic of UML consistency is mature, it still needs to evolve to include more definitions of UML consistency rules in all dimensions.

By demonstrating that there are various areas concerning UML consistency rules that require improvements, our research calls for future work in this area. Firstly, we pose the following question: should some of the rules presented in this work, for instance, the most referenced rules numbered 112, 110, 48 and 115 (see Appendix A), be specified in the UML standard?

Finally, we believe that the final consolidated set of UML consistency rules resulting from this research could be used as a reference in the future by researchers in the field of UML model consistency.

Different avenues for future work can be considered.

According to [8], there are still very few evaluation works on consistency rules reported in literature. We therefore initialized the process of validating the rules collected by organizing the 1st International Workshop on UML Consistency Rules (WUCOR) [35], which will be followed by the implementation of an online survey that will be used to obtain the opinions of experts from academia and industry. In addition, the set of rules will be checked against a number of UML models from academia and industry.

As part of our future work, we also believe that additional consistency rules could be collected from other sources, such as: 1) textbooks on UML-based object-oriented software development [36] that implicitly or explicitly suggest consistency rules; 2) techniques in which UML diagrams are synthesized from other diagrams [37], in other words the process of enforcing some consistency rules between diagrams; 3) consistency rules presented in the context of Domain Specific Languages [38].
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APPENDIX A

This appendix contains TABLE 3 in which the final set of 116 UML consistency rules is presented. The top row in grey presents the reference number (see TABLE 2) and the name of the UML diagram/s involved. The first column is the univocal number of each UML consistency rule. The second column represents the description of the rules. The third column shows H, V, I, O, or E depending on whether the rule covers the Horizontal Consistency, Vertical Consistency, Evolution Consistency, Invocation Consistency, or Observation Consistency dimension. The fourth column shows Sy or Se based on whether Syntactic or Semantic rules are described. The following tables contain the following data:

- type(s) of UML diagram(s) involved in the UML consistency rules (grey row) with the appropriate ID# presented in TABLE 2);
- the univocal number of each UML consistency rule;
- the description of the UML consistency rules;
- UML consistency dimensions (for definitions, see Section 4 of Appendix B):
  - H: which corresponds to Horizontal Consistency;
  - V: which corresponds to Vertical Consistency;
  - I: which corresponds to Invocation Consistency;
  - O: which corresponds to Observation Consistency;
  - Sy: Syntactic Consistency;
  - Se: Semantic Consistency.

![TABLE 3: SET OF UML CONSISTENCY RULES](image)

Consider two State Machines U’ and U of a class O’ and its superclass O, where U’ extends the state machine of U by adding states and transitions. The initial states of the state machine diagrams U’ and U must be identical.

<table>
<thead>
<tr>
<th>1 - State Machine Diagram</th>
<th>Syntactic Consistency</th>
<th>1</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>Consider two State Machines U’ and U of a class O’ and its superclass O, where U’ extends the state machine of U by adding states and transitions. The initial states of the state machine diagrams U’ and U must be identical.</td>
<td>Se</td>
</tr>
<tr>
<td>2</td>
<td>Consider two State Machines U’ and U of a class O’ and its superclass O, where U’ extends the state machine of U by adding states and transitions. Every transition of U’ which is already in U has at least the same source states and sink states as it has in U.</td>
<td>Se</td>
</tr>
<tr>
<td>3</td>
<td>Consider two State Machines U’ and U of a class O’ and its superclass O, where U’ extends the state machine of U by adding states and transitions. For each transition t in U’ that is already present in U, the guard condition g(t) in U’ must be at least as strong as the guard condition g(t) for t in U: g’(t) → g(t).</td>
<td>Se</td>
</tr>
<tr>
<td>4</td>
<td>Consider two State Machines U’ and U of a class O’ and its superclass O, where U’ extends the state machine of U by adding states and transitions. A transition added to U’ does not receive a source state or a sink state that was already present in U.</td>
<td>Se</td>
</tr>
<tr>
<td>5</td>
<td>Consider two State Machines U’ and U of a class O’ and its superclass O, where U’ extends the state machine of U by adding states and transitions. A transition added to U’ does not receive a source state or a sink state that was already present in U.</td>
<td>Se</td>
</tr>
<tr>
<td>6</td>
<td>Consider two State Machines U’ and U of a class O’ and its superclass O, where U’ extends the state machine of U by adding states and transitions. The set of transitions of U’ is a superset of the set of transitions of U.</td>
<td>Se</td>
</tr>
<tr>
<td>7</td>
<td>Consider two State Machines U’ and U of a class O’ and its superclass O, where U’ extends the state machine of U by adding states and transitions. A transition in U’ which is already present in U has in U’ at most the source states that the transition has in U.</td>
<td>Se</td>
</tr>
<tr>
<td>8</td>
<td>Consider two State Machines U’ and U of a class O’ and its superclass O, where U’ extends the state machine of U by adding states and transitions. For each transition t in U’ that is already present in U, U: g(t) → g’(t).</td>
<td>Se</td>
</tr>
<tr>
<td>9</td>
<td>Consider two State Machine U’ and U of a class O’ and its superclass O, where U’ refines the state diagram of U by means of a refinement function h that maps transitions onto transitions and states of U’ and that maps simple states of U’ onto simple states of U. Intuitively, the concept of the refinement function means that if a simple state s of U has been refined to a composite state in U’, then h maps the substates of s in U’ and transitions between these states to s, and h maps the transitions in U’ that are incident to the substates of s into transitions of U that are incident to s.</td>
<td>Se</td>
</tr>
<tr>
<td>10</td>
<td>For every transition t’ in S’ for every source state s of h(t’), there exists a state s’ in S’ such that h(s) = s’</td>
<td>Syntactic Consistency</td>
</tr>
</tbody>
</table>
Return messages from ExecutionSpecification instances should always be shown.

In a corresponding matched pair of sourceless message and targetless message in SD2, then for every matched pair of message to and from SD2 in SD1, there is a statement in sequence diagram SD1, if an attribute is assigned the return value of a message, then the types have to be compatible. Consider two State Machine U’’ and U of a class O’’ and its superclass O, where U’’ refines the state diagram of U by means of refinement function h that maps transitions onto transitions and states of U’’ and that maps simple states of U’’ onto simple states of U. Intuitively, the concept of the refinement function means that if a simple state s of U has been refined to a composite state in U’’, then h maps the substates of s in U’’ and transitions between these states to s, and h maps the transitions in U’’ that are incident to the substates of s into transitions of U that are incident to s.

s is a state in U, so s ∈ U (from the rule: “a simple state s of U’,”“s of h(t)”) s’ is a refined state in U’, so s’ ∈ U’ (from the rule: “a state s’ in U’,”“sink state s’ of t in U’”) Source+(t) = { source of t | U sub-states*{source of t}

For every source state s’ of a transition t in S’’, where s’ and t’ do not belong to the same refined state (i.e., h(s’’)) = h(t’’), h(s’’) is therefore a source state of h(t’’), and for every sink state s’’ of a transition t’’ in S’’, where s’ and t’ do not belong to the same refined state, h(s’’) is therefore a sink state of h(t’’).

Informal rule definition: This rule is about transitions that go between states that are not substates of a complex state that is a refinement of a simple state. The rule says that such transitions have their sources and sinks in U’ as refinements of those ones in U.

Using a signal/message on a transition in a state diagram that no object sends, creates structural and syntactic inconsistencies. The information about the sending object can be found in another state machine, in another partition of the same state machine, in a sequence diagram, or any other diagram where one can specify an object can send a signal/message. A state machine should be deadlock-free. A state machine must be deterministic, that is, in every state, only one transition (accounting for the different levels of nested states) should fire on a reception of an event.

An abstract operation cannot be invoked in a state machine.

There is an inconsistency if a precondition on an operation is in contradiction with a state machine or an activity diagram including a call of that operation.

If a use case is further specified by one or more sequence diagram, then every scenario described in one of those sequence diagrams should match a sequence of steps in that use case’s use case description.

If a sequence diagram depicts all the behavior required for successful completion of a use case, it follows that each post-condition specified in the use case description must be achieved by a message (or a set of messages) in the sequence diagram (including referred diagrams) for that use case.

If a sequence diagram depicts all the behavior required for successful completion of a use case, it follows that results achieved by alternative message flows in the sequence diagram (including referred diagrams) must correspond to post-conditions specified in the use case description.

Each action specified or implied in a use case description should be detailed in a corresponding message or set of messages in the sequence diagram corresponding to that use case. Depending on the clarity and completeness of the use case description text, the author of the sequence diagram may need to infer some of the operations.

A use case is complemented by a set of sequence diagrams, each sequence diagram representing an alternative scenario of the use case.

Arguments to messages must represent information that is known to the sender. This includes attribute values of the sender, navigation expressions starting with the sender, constants; This should account for inheritance.

Variables used in the guard of a message must represent information that is known to the sender. This includes attribute values of the sender, navigation expressions starting with the sender, constraints; This should account for inheritance.

If SD2 is a sequence diagram referred to by an Interaction Use (a nested sequence diagram) embedded in sequence diagram SD1, then for every matched pair of message to and from SD2 in SD1, there is a corresponding matched pair of targetless message and sourceless message in SD2.

In a sequence diagram, if an attribute is assigned the return value of a message, then the types have to be compatible.

Return messages from ExecutionSpecification instances should always be shown.
Arguments of messages should always be shown.

6 - Object Diagram and Collaboration Diagram (no rule)

7 - Object Diagram and Class Diagram

The number of occurrences of a link in an object diagram, an instance of an association in a class diagram, must satisfy the multiplicity constraints specified for the association.

8 - Activity Diagram and Class Diagram

A class name that appears in an activity diagram also appears in the class diagram.

An action that appears in an activity diagram must also appear in the class diagram as an operation of a class.

When an activity diagram specifies an exchange of information, through control or data flow, between two different instances, the class diagram should specify a mechanism (e.g., direct association) so that those instances can indeed communicate.

Swimlanes (Activity pattern in UML 2.0) in an Activity diagram (represented as className in activity state) must be present as a unique class in a class diagram.

9 - State Machine Diagram and Activity Diagram (no rule)

10 - Use Case Diagram and State Machine Diagram (no rule)

11 - Class Diagram and State Machine Diagram

When a state machine specifies the behavior of a class, the actions and activities in the state machine should be operations of the class (in the class diagram) which behavior the state machine specifies. An action or activity can be part of a navigation expression, in which case the navigation expression must legal according to the class diagram and the context (class) of the specified behavior in the state machine.

When a state machine specifies the behavior of a class, any property (i.e., attribute, navigation) in the state machine should be one of the class (in the class diagram) which behavior the state machine specifies. A property can be part of a navigation expression, in which case the navigation expression must legal according to the class diagram and the context (class) of the specified behavior in the state machine.

When the state machine diagram specifies the behaviour of a class in the class diagram, the class is an active class with a classifierBehavior, then the triggers of the transitions in the state machine diagram are operations of the active class.

No operation can be called on a state machine or from a state machine if this breaks the visibility rules of the class diagram (public, protected, private).

When behaviour is triggered from a state machine diagram (e.g., calling an operation, sending a signal) that describes the behaviour of a class, and the triggered behaviour belongs to another class, then the former must have a handle to the latter as specified in the class diagram. Another way of saying this is that the former must have visibility to the latter. A specific case of this situation is when the former class has an association (possibly inherited) to the latter class.

For a send action, there should be a reception within the classifier of the receiver instance that corresponds to the signal of the send action describing the expected behavior response to the signal.

For all call or send events specified in the class diagram for a classifier (context) which behavior is specified with a state machine, there should be transitions in that state machine describing the detailed behavior of the events.

12 - Protocol State Machine Diagram and Class Diagram (no rule)

13 - Sequence Diagram and Activity Diagram

If an activity diagram shows scenarios of an operation and that operation appears in a sequence diagram, the different diagrams should specify the same scenarios: e.g., same sequence of messages/operations/actions, same branching or repetition conditions.

If an activity diagram shows scenarios of an operation and that operation appears in a sequence diagram, a flow of interaction between objects in an activity diagram should be a flow of interactions between the same objects in a sequence diagram.

If an activity diagram shows scenarios of an operation and that operation appears in a sequence diagram, a sequence of messages in the sequence diagram, uninterrupted by control flow structures, must correspond to one activity node in the activity diagram which name is the series of message names of the sequence diagram.

If an activity diagram shows scenarios of an operation and that operation appears in a sequence diagram, a synchronous message between objects running in different threads of control in the sequence diagram must match a join node for the receiving side (thread) in the corresponding activity diagram, and a fork node for the asynchronous reply.

If an activity diagram shows scenarios of an operation and that operation appears in a sequence diagram, an asynchronous creation of an active object in the sequence diagram must match a fork node in the corresponding activity diagram: the input action node is matching the calling thread message; two outgoing edges should flow out of the fork node, one for the node matching continuation of execution in the calling thread and one for the node matching the newly created active object.

If an activity diagram shows scenarios of an operation and that operation appears in a sequence diagram, an asynchronous message sent between two active objects in the sequence diagram should match, in the corresponding activity diagram, a join node on the receiver side and a fork node on the sender side.
<p>| | |</p>
<table>
<thead>
<tr>
<th></th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td>45</td>
<td>If an activity diagram shows scenarios of an operation and that operation appears in a sequence diagram, a InteractionUse in the sequence diagram must match an activity node in the activity diagram that refers to the activity diagram matching the sequence diagram referred to in the InteractionUse. H Sy [27]</td>
</tr>
<tr>
<td>46</td>
<td>When one specifies an active class, i.e., one that has a state-based behaviour described in a state machine diagram, and an instance of this active class is used in a communication diagram, the messages sent to this objects and emitted by this object as specified in the communication diagram must comply to the protocol specified in the state machine diagram. H Sy [18, 28]</td>
</tr>
<tr>
<td>47</td>
<td>In order for objects to exchange messages in a communication diagram, the sending object must have a handle to the receiving object as specified in the class diagram. Another way of saying this is that the sender must have visibility to the receiver. A specific case of this situation is when the sending object’s class has an association (possibly inherited) to the receiving object’s class. H Sy [29]</td>
</tr>
<tr>
<td>48</td>
<td>When one specifies an active class, i.e., one that has a state-based behaviour described in a state machine diagram, and an instance of this active class is used in a sequence diagram, the messages sent to this objects and emitted by this object as specified in the sequence diagram must comply (e.g., sequence and types of signals, receivers and emitters of signals) to the protocol specified in the state machine diagram. H Sy [1, 18, 21, 24, 30-44]</td>
</tr>
<tr>
<td>49</td>
<td>If communication diagram A is a specialization of communication diagram B, all the messages present in B have to be included in A. E Sy [45]</td>
</tr>
<tr>
<td>50</td>
<td>The noun of the use case's name should equal the name of one class in the class diagram. H Sy [11, 12, 18, 20, 46]</td>
</tr>
<tr>
<td>51</td>
<td>The verb of the use case's name should equal the name of an operation of a class in the class diagram. H Sy [11, 18, 20, 46]</td>
</tr>
<tr>
<td>52</td>
<td>Entity classes correspond to data manipulated by the system as described in a use case description. H Sy [21]</td>
</tr>
<tr>
<td>53</td>
<td>If an activity diagram specifies a flow of interaction between objects, and those objects (or a subset of those objects) appears in a communication diagram, then the communication diagram should specify the same flow of interaction. H Sy [18]</td>
</tr>
<tr>
<td>54</td>
<td>Objects involved in a communication diagram should be instances of classes of the class diagram. H Sy [18, 47-49]</td>
</tr>
<tr>
<td>55</td>
<td>In order for objects to exchange messages in a communication diagram, the sending object must have a handle to the receiving object as specified in the class diagram. Another way of saying this is that the sender must have visibility to the receiver. A specific case of this situation is when the sending object’s class has an association (possibly inherited) to the receiving object’s class. H Sy [18, 49, 50]</td>
</tr>
<tr>
<td>56</td>
<td>Each class in the class diagram appears with at least one instance in at least one communication diagram. H Sy [15, 18, 47-49]</td>
</tr>
<tr>
<td>57</td>
<td>If a use case U (the including use case) includes use case V (the included use case) in the use case diagram, and both use case U’s flows and use case V’s flows are specified as activity diagrams, then the activity diagram specifying use case U should contain an action node (likely a CallBehaviorAction node) that refers to the activity diagram specifying use case V. H Sy [11, 51, 52]</td>
</tr>
<tr>
<td>58</td>
<td>Each use case is described by at least one activity diagram. H Sy [51, 52]</td>
</tr>
<tr>
<td>59</td>
<td>Each event (flow of steps) specified or implied in the use case description should be detailed in a corresponding event of the activity diagram. This rule is valid only if the activity diagram further specifies the use case. H Sy [20]</td>
</tr>
<tr>
<td>60</td>
<td>An actor that is associated with a use case will be an activity partition in the activity diagram describing that use case. H Sy 67]</td>
</tr>
<tr>
<td>61</td>
<td>The use case description of a use case in the use case diagram should contain at least one event (flow of steps). Even if a use case description may be shown/represented in a separate view respect the use case diagram, we consider that a use case comes with a description. H Sy [53]</td>
</tr>
<tr>
<td>62</td>
<td>An event (flow of steps) in a use case description of a use case of the use case diagram has to be of either a basic or an alternate type. Even if a use case description may be shown/represented in a separate view respect the use case diagram, we consider that a use case comes with a description. H Sy [53]</td>
</tr>
<tr>
<td>63</td>
<td>Each use case in the use case diagram must have a use case description specifying event flows. Even if a use case description may be shown/represented in a separate view respect the use case diagram, we consider that a use case comes with a description. H Sy [21]</td>
</tr>
<tr>
<td></td>
<td></td>
</tr>
<tr>
<td>---</td>
<td>---</td>
</tr>
<tr>
<td></td>
<td>The name of a use case must include a verb and a noun (for instance “Validate User”).</td>
</tr>
<tr>
<td>64</td>
<td>A class invariant must be satisfied by any non-trivial instantiation of the class diagram (i.e., an instantiation that is not reduced to having no instance of any class).</td>
</tr>
<tr>
<td>65</td>
<td>The type of a relationship between two classes at a (high) level of abstraction (e.g., plain association, aggregation, composition, generalization) must be the same as the type of a refinement of that relationship at a more concrete (low) level of abstraction. For instance, a plain association at a low level of abstraction being abstracted as an aggregation (a high level of abstraction) denotes an inconsistency.</td>
</tr>
<tr>
<td>66</td>
<td>A class diagram is consistent if it can be instantiated without violating any of the constraints in the diagram (e.g., association end multiplicities).</td>
</tr>
<tr>
<td>67</td>
<td>Two classes are equivalent if they denote the same set of instances whenever the constraints imposed by the class diagram are satisfied. Determining equivalence of two classes allows their merging, thus reducing the complexity of the diagram.</td>
</tr>
<tr>
<td>68</td>
<td>A class relationship at a (low) level of abstraction must have an abstraction at a higher level of abstraction, either a class or a relation.</td>
</tr>
<tr>
<td>69</td>
<td>If a class relationship A refines relation B, A must have the same destinations classes as the destination classes of the abstraction of B.</td>
</tr>
<tr>
<td>70</td>
<td>If a class relationship A refines relation B, A must have the same type as B.</td>
</tr>
<tr>
<td>71</td>
<td>The group of relationships between any two high level classes must be identical with the group of relationships between their corresponding low-level classes: ensures the same interactions among low level classes and high-level classes.</td>
</tr>
<tr>
<td>72</td>
<td>If a navigation expression is used in an operation contract, then the expression must be a legal one (according to the syntax of the language and the class diagram).</td>
</tr>
<tr>
<td>73</td>
<td>This Liskov’s substitution principle holds.</td>
</tr>
<tr>
<td>74</td>
<td>A class that realizes an interface must declare all the operations in the interface with the same signatures (including parameter direction, default values, concurrency, polymorphic property, query characteristic).</td>
</tr>
<tr>
<td>75</td>
<td>An abstract operation can only belong to an abstract class.</td>
</tr>
<tr>
<td>76</td>
<td>If an operation appears in a pre or post condition then it must have the property isQuery equal to true.</td>
</tr>
<tr>
<td>77</td>
<td>No (public) method of a class violates, as indicated by its pre and post conditions, for instance.</td>
</tr>
<tr>
<td>78</td>
<td>In a class, the names of the association ends (on the opposite side of associations from this class) and the names of the attributes (of the class) are different.</td>
</tr>
<tr>
<td>79</td>
<td>No precondition should violate the class invariant.</td>
</tr>
<tr>
<td>80</td>
<td>No post-condition should violate the class invariant.</td>
</tr>
<tr>
<td>81</td>
<td>A class that contains an abstract operation must be abstract.</td>
</tr>
<tr>
<td>82</td>
<td>A class cannot be a part of more than one composition - no composite part may be shared by two composite classes.</td>
</tr>
<tr>
<td>83</td>
<td>Each concrete class, i.e., it is not abstract, must implement all the abstract operations of its super-class(es).</td>
</tr>
<tr>
<td>84</td>
<td>If an attribute’s type is a class, then that class has to be visible to the class containing the attribute. Example: same package or there exists a path in the class diagram that allows the class containing the attribute to have a hold on that type.</td>
</tr>
<tr>
<td>85</td>
<td>If the return type of an operation is a class, then that class has to be visible to the class containing the operation. Example: same package or there exists a path in the class diagram that allows the class containing the operation to have a hold on that type.</td>
</tr>
<tr>
<td>86</td>
<td>An operation may not be overridden by a descendant class only if its isLeaf attribute (from metaclass RedefinableElement) is defined accordingly.</td>
</tr>
<tr>
<td>87</td>
<td>A static operation cannot access an instance attribute (as indicated by its pre and post conditions, for instance).</td>
</tr>
<tr>
<td>88</td>
<td>A static operation cannot invoke an instance operation (as indicated by its pre and post conditions, for instance).</td>
</tr>
<tr>
<td>89</td>
<td>If an association end has a private visibility, then the class at this end can only be accessed via the association by the class at the other association end (e.g., as indicated by pre and post conditions of operations of the class at this other end of the association).</td>
</tr>
<tr>
<td>90</td>
<td>If an association end has a protected visibility, then the class at this end can only be accessed via the association, by the class at the other association end and its descendants (e.g., as indicated by pre and post conditions of operations of the class at this other end of the association).</td>
</tr>
<tr>
<td>91</td>
<td>The multiplicity range for an attribute must be adhered to by all elements (operation contracts, guard conditions) that access it.</td>
</tr>
<tr>
<td>92</td>
<td>For class A’s operations to use another class B, as indicated by contracts in A, there must be a means (e.g., in the form of a path involving associations, generalization and/or dependencies) in the class diagram for A to get a hold on B.</td>
</tr>
<tr>
<td>Line</td>
<td>Statement</td>
</tr>
<tr>
<td>------</td>
<td>------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------</td>
</tr>
<tr>
<td>95</td>
<td>A class at a low-level of abstraction refines at most one class from a higher-level of abstraction.</td>
</tr>
<tr>
<td>96</td>
<td>A class at a high-level of abstraction is refined by at least one class from a lower-level of abstraction.</td>
</tr>
<tr>
<td>97</td>
<td>There should not be semantically redundant paths between any two classes in the class diagram graph, unless precisely specified by a constraint (e.g., specified in OCL). For instance, from class A, it may be possible to navigate as self.theA.theB, along with self.theC.theB. The question is then whether the two collections self.theA.theB and self.theC.theB are identical.</td>
</tr>
<tr>
<td>98</td>
<td>Each interaction diagram corresponds to a use case in the use case diagram, and each use case in the use case diagram is specified by an interaction diagram.</td>
</tr>
<tr>
<td>99</td>
<td>If a use case is further specified by one or more interaction diagrams, then every scenario described in one of those interaction diagrams should match a sequence of steps in that use case’s use case description.</td>
</tr>
<tr>
<td>100</td>
<td>A delegation connector connects a port on the boundary of a classifier to a port on the internal structure (or parts) of the classifier. It basically delegates signals or operation calls arriving on the boundary port to the internal port, or those coming from the internal port to the boundary port. Therefore, these ports at the end of the delegation connector must have the same (or compatible) interfaces. If both ports require the interface, then the direction of delegation is from the boundary port to the internal port. If both ports provide the interface, then the direction of delegation is from the internal port to the boundary port.</td>
</tr>
<tr>
<td>101</td>
<td>If an assembly connector exists between two ports, one of the ports (the source) must be a required port and the other (the destination) must be a provided port. This rule describes the opposite case of delegation, where both ports at the end of an assembly connector have conjugate interfaces (one port requires an interface; the other provides the same interface). What matters is that the two ports must either have the same interface but one of them is marked as isConjugate, while the other is not, or they should have conjugate interfaces (i.e., ones that have the same operations or signal receptions that are annotated as provided on one interface and required on the other).</td>
</tr>
<tr>
<td>102</td>
<td>If a connector is typed with an association, the direction of the association must conform to the direction of the connector as derived from the direction of the ports at its ends (association navigable from class A to class B if the connector between A and B indicates that A requires services that B provides). Given that the direction of associations and connectors (however, it is calculated) could be encoded using the order of their 'memberEnd' and 'end' collection, respectively, the rule is basically saying that such direction should be the same in both cases, if a connector is typed by an association.</td>
</tr>
<tr>
<td>103</td>
<td>If a link outgoing from a port is statically typed with an association, then the association must be navigable to an interface which is part of the set of interfaces and the type indicated by the association must belong to the set of transported interfaces for that link.</td>
</tr>
<tr>
<td>104</td>
<td>If the link originates from a component, then the link must be statically typed with an association, and the type of the entity at the other end of the link must be compatible with (i.e. be equal or a subtype of) the type at the corresponding end of the association.</td>
</tr>
<tr>
<td>105</td>
<td>The set of transported interfaces by a link should not be empty.</td>
</tr>
<tr>
<td>106</td>
<td>If several non-typed connectors start from one port, then the sets of interfaces transported by each of these connectors have to be pair wise disjoint.</td>
</tr>
<tr>
<td>107</td>
<td>The union of the sets of interfaces transported by each of the connectors originating from a port P must be equal to the set of interfaces provided/required by P.</td>
</tr>
<tr>
<td>108</td>
<td>The type of a lifeline (type of the connectable element of the lifeline) in a sequence diagram must not be an interface nor an abstract class.</td>
</tr>
<tr>
<td>109</td>
<td>In case a message in a sequence diagram is referring to an operation, that operation must not be abstract.</td>
</tr>
<tr>
<td>110</td>
<td>If a message in a sequence diagram refers to an operation, through the signature of the message, then that operation must belong, as per the class diagram, to the class that types the target lifeline of the message.</td>
</tr>
<tr>
<td>111</td>
<td>Interactions between objects in a sequence diagram, specifically the numbers of types of interacting objects, must comply with the multiplicity restrictions specified by the class diagram (e.g., association end multiplicities).</td>
</tr>
<tr>
<td>112</td>
<td>In order for objects to exchange messages in a sequence diagram, the sending object must have a handle to the receiving object as specified in the class diagram. Another way of saying this is that the sender must have visibility to the receiver. A specific case of this situation is when the sending object’s class has an association (possibly inherited) to the receiving object’s class.</td>
</tr>
</tbody>
</table>
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APPENDIX B

In this appendix we present the main components of the protocol required to carry out an SMS [12] presented in [8]. In this research, the SMS [8] was used as starting point to build the consolidated set of 116 UML consistency rules. At the end of this appendix we also present the execution of the SMS.

1. Research Questions

The underlying motivation for the research questions was to determine the current state of the art as regards UML consistency rules, and this guided the design of the review process. In order to identify the current state of the art of UML consistency rules, we considered seven research questions (RQs):

<table>
<thead>
<tr>
<th>Research questions</th>
<th>Main motivation</th>
</tr>
</thead>
<tbody>
<tr>
<td>RQ1: What are the UML versions used by researchers in the approaches found?</td>
<td>To discover what UML versions are used in the approaches that handle UML consistency.</td>
</tr>
<tr>
<td>RQ2: Which types of UML diagrams have been tackled in each approach found?</td>
<td>To discover the UML diagrams that research has focused upon, to reveal the UML diagrams that are considered more important than others, in addition to identifying opportunities for further research.</td>
</tr>
<tr>
<td>RQ3: What are the UML consistency rules to be checked?</td>
<td>To find the UML consistency rules to be checked and to assess the state of the field.</td>
</tr>
<tr>
<td>RQ4: Which types of consistency problems have been tackled in the rules found?</td>
<td>To find the types of consistency problems tackled in the rules. The data found are categorized into three consistency dimensions split into three sub-dimensions: 1) horizontal, vertical and evolution consistency; 2) syntactic and semantic consistency; 3) observation and invocation consistency.</td>
</tr>
<tr>
<td>RQ5: Which research type facets are used in research on UML model consistency?</td>
<td>To determine whether the field is generally more applied or more basic research, along with identifying opportunities for future research. The papers found were categorized into six types: evaluation research, validation research proposal of solution, philosophical papers, opinion papers and personal experience papers.</td>
</tr>
<tr>
<td>RQ6: Is the approach presented automatic, manual or semi-automatic?</td>
<td>To discover how the approaches used to check UML consistency are implemented, in other words whether their check system is presented in an automatic, manual or semi-automatic manner.</td>
</tr>
<tr>
<td>RQ7: How are the UML consistency rules specified? How are the UML consistency rules checked?</td>
<td>To discover how the consistency rules used to check the consistency of the UML diagrams are specified (e.g., Plain English, OCL, Promela) and to discover with which tools those consistency rules are checked (e.g., SPIN, OCL-Checker).</td>
</tr>
</tbody>
</table>

2. Search strategy

Conducting a search for primary studies requires the identification of search strings (SS), and the specification of the parts of primary studies (papers) in which the search strings are sought (the search fields). We identified our search strings by following the procedure of Brereton et al [39]:

1. Define the major terms;
2. Identify alternative spellings, synonyms or related terms for major terms;
3. Check the keywords in any relevant papers that are already available;
4. Use the Boolean OR to incorporate alternative spellings, synonyms or related terms;
5. Use the Boolean AND to link the major terms.

The major search terms were “UML” and “Consistency” and the alternative spellings, synonyms or terms related to the major terms are presented in the following table.

<table>
<thead>
<tr>
<th>Major Terms</th>
<th>Alternative terms</th>
</tr>
</thead>
<tbody>
<tr>
<td>UML</td>
<td>(uml OR unified modeling language OR unified modelling language)</td>
</tr>
<tr>
<td>Consistency</td>
<td>(consistency OR inconsistency)</td>
</tr>
</tbody>
</table>

In the selection of the SS, we considered various alternatives. For example the SS used in the SLR on consistency management [5] was discarded owing to the fact that it might not strictly focus on UML consistency rules: we are much more interested in collecting rules than in identifying consistency management issues and solutions. (This is the main reason why we obtained a different set of primary studies.) Other SSs were experimented with, but it is not possible to discuss all the alternative search strings below owing to space limitations. In the set of alternative SSs, we selected the
following, as it allowed us to retrieve the largest number of useful papers, i.e., the largest number of papers focusing on UML consistency:

\[(\text{uml OR unified modeling language OR unified modelling language}) \text{ AND (consistency OR inconsistency)}\]

We did not establish any restrictions on publication years up to December 12, 2012. The SMS process started in September 2012 and was completely finished on October 2013. We used the before mentioned SS with the following seven search engines: IEEE Digital Library, Science Direct, ACM Digital Library, Scopus, Springer Link, Google Scholar, and WILEY. The searches were limited to the following search fields: title, keywords and abstract.

3. Selection procedure and inclusion and exclusion criteria

In this section we discuss the inclusion and exclusion criteria used. We then discuss the process followed to include a primary study in this SMS. The inclusion criteria were:

- Electronic Papers (EPs) focusing on UML diagram consistency which contained at least one UML consistency rule;
- EPs written in English language;
- EPs published in peer-reviewed journals, international conferences and workshops;
- EPs published up to December 12, 2012.
- EPs which proposed UML consistency rules with a restriction (or extension) of the UML models that do not strictly follow the OMG standard [15].

The exclusion criteria were:

- EPs not focusing on UML diagram consistency;
- EPs which did not present a full-text paper (title, abstract, complete body of the article and references) but were reduced to an abstract, for instance;
- EPs focusing on UML diagram consistency which did not contain at least one UML consistency rule;
- Duplicated EPs (e.g., returned by different search engines);
- EPs which discussed consistency rules between UML diagrams and other non-UML sources of data, such as requirements or source code.

4. Data extraction strategy

We extracted the data from the primary studies according to a number of criteria, which were directly derived from the research questions detailed in TABLE 4. Using each criterion to extract the data required, we read the full text of each of the 95 primary studies. Once recorded, we collected the data on an Excel spreadsheet employed as our data form. The following information from each primary study was extracted and collected on the Excel data form:

- Search engines: where the paper was found (see section 2 of the Appendix B);
- Inclusion and Exclusion Criteria;
- Data related to Research Questions:
  - What UML version was used;
  - What are the UML consistency rules discussed (see Appendix B);
  - What diagrams are involved in consistency rules (see section 3.3 of this paper);
  - UML consistency dimensions: UML diagram consistency is discussed in the literature according to several dimensions [40]:
    - Horizontal, Vertical and Evolution Consistency: Horizontal consistency, also called intra-model consistency, refers to consistency between different diagrams at the same level of abstraction (e.g., class and sequence diagrams during analysis) in a given version of a model [41]. Vertical Inconsistency, also called inter-model consistency, refers to consistency between diagrams at different levels of abstraction (e.g., analysis vs. design) in a given version of a model [42]. Evolution consistency refers to consistency between diagrams of different versions of a model in the process of evolution [41].
    - Syntactic versus Semantic consistency: Syntactic consistency ensures that a specification conforms to the abstract syntax specified by the meta-model, and requires that the overall model has to be well formed [42]. Semantic consistency requires diagrams to be semantically compatible [42]. This does not mean that semantic consistency is necessarily restricted to behavioral diagrams. For instance, operation contracts (e.g., pre and post conditions) provided in the class diagram specify behavior. Semantic consistency applies at one level of abstraction (with horizontal consistency), at different levels of abstraction (vertical consistency), and during model evolution (evolution consistency) [14].
    - Observation versus Invocation consistency: Observation consistency requires an instance of a subclass to behave like an instance of its superclass, when viewed according to the superclass description [43]. In terms of UML state machine diagrams (corresponding to protocol state machines) this can be rephrased as “after hiding all new events, each sequence of the subclass
state machine diagram should be contained in the set of sequences of the superclass state machine diagram." Invocation consistency requires an instance of a subclass of a parent class to be used wherever an instance of the parent is required [44]. In terms of UML state machine diagrams (corresponding to protocol state machines), each sequence of transitions of the superclass state machine diagram should be contained in the set of sequences of transitions of the state machine diagram for the subclass.

- Tool support (Automatic, Semi-Automatic, Manual);
  - Automatic means that a tool automatically checks the UML consistency rules with no human intervention;
    - Semi-automatic means that the checking of the UML consistency rules was partially automated (for instance when the checking of a UML model needs a user’s support for the process to be completed);
    - Manual means that the UML consistency rules were not supported by any implemented and automatic tool.
  - What mechanisms were used to specify the rules: e.g., plain language, Promela, etc.;
  - How are the UML consistency rules checked: e.g., SPIN, OCL-Checker, etc.;
  - Research type facet followed in the paper, for which we used the following classification [45]:
    - Evaluation research (ER): this is a paper that investigates techniques that are implemented in practice and an evaluation of the technique is conducted. This means that the paper shows how the technique is implemented in practice (solution implementation) and what the consequences of the implementation are in terms of benefits and drawbacks (implementation evaluation).
    - Proposal of solution (PS): this is a paper that proposes a solution to a problem and argues for its relevance, without a full-blown validation.
    - Validation Research (VR): this is a paper that investigates the properties of a solution that has not yet been implemented in practice.
    - Philosophical papers (PP): this is a paper that sketches a new way of looking at things, a new conceptual framework, etc.
    - Opinion paper (OP): this is a paper that contains the author’s opinion about what is wrong or good about something, how something should be done, etc.
    - Personal experience paper (PEP): this is a paper that places more emphasis on what and not on why.

5. Execution
The planning for this SMS with the seven search engines begun in September 2012 and was completed on December 12, 2012. In this section we present the execution of the SS in the seven search engines and the selection of primary studies according to the inclusion/exclusion criteria previously described. In order to document the review process with sufficient details [12], we describe the multi-phase process of the four sub-phases we followed:

- First sub-phase (SP1): the search string was used to search the seven search engines, as mentioned earlier.
- Second sub-phase (SP2): we deleted duplicates automatically, by using the RefWorks tool [46]; we also removed duplicates manually.
- Third sub-phase (SP3): we obtained an initial set of studies by reading the title, abstract and keywords of all the papers obtained after SP2 while enforcing the inclusion and exclusion criteria. When reading just the title, abstract and keywords of a paper was not sufficient to decide whether to include or exclude it, we checked the full-text.
- Fourth sub-phase (SP4): all the papers identified in SP3 were read in their entirety and the exclusion criteria were applied again. This resulted in the final set of primary studies.

TABLE 6 breaks down the number of papers we have found by sub-phases. Row SP1 in TABLE 6 shows the first results which were obtained by running the SS in the seven search engines selected. The next two rows show the results obtained after applying SP2 and SP3 of the study selection process. We eventually collected 95 primary studies for further analysis. The complete list of references can be found elsewhere [47].

<table>
<thead>
<tr>
<th>Sub phase</th>
<th>IEEE</th>
<th>Scopus</th>
<th>Springer Link</th>
<th>Google Scholar</th>
<th>WILEY</th>
<th>ACM</th>
<th>Science Direct</th>
<th>Total</th>
</tr>
</thead>
<tbody>
<tr>
<td>SP1: Raw results</td>
<td>363</td>
<td>601</td>
<td>163</td>
<td>341</td>
<td>9</td>
<td>87</td>
<td>39</td>
<td>1603</td>
</tr>
<tr>
<td>SP2: No duplicates</td>
<td>279</td>
<td>325</td>
<td>159</td>
<td>247</td>
<td>9</td>
<td>80</td>
<td>36</td>
<td>1135</td>
</tr>
<tr>
<td>SP3: First selection</td>
<td>62</td>
<td>64</td>
<td>62</td>
<td>28</td>
<td>4</td>
<td>33</td>
<td>14</td>
<td>267</td>
</tr>
<tr>
<td>SP4: Primary studies</td>
<td>16</td>
<td>21</td>
<td>21</td>
<td>12</td>
<td>1</td>
<td>16</td>
<td>8</td>
<td>95</td>
</tr>
</tbody>
</table>